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Abstract: The proliferation of web services-based applications, collaboration, interoperability between companies, and more generally demands of web services over the internet are major challenges in the design of performance evaluation in web services discovery and composition. It is required for the web services providers to analyse the performance related to the satisfaction of clients requests. This paper presents an analytical model based on Petri nets, for evaluating the performance of a web services system where requests and web services follow an exponential server. The arrival process of the users requests and web services follows a Poisson distribution. When the web services finish the service, they join the queue. This model follows a Poisson distribution, it is based on Petri nets. We use an analytical method for solving the model. Furthermore, we compute the system’s response time,
and the average number of clients in the system in terms of the arrival rate of clients requests. We find the limit number of clients in the system from which it begins to be saturated.
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1 Introduction

In order to survive the massive competition created by the new online e-economy and collaborative working, several companies put their skills on the internet as web services.

Web services are based on extensible markup language (XML). They are usually described with standards like (UDDI, SOAP, WSDL). Universal description, discovery and integration (UDDI) is a virtual registry that exposes information about web services. Simple object access protocol (SOAP) is a protocol used to exchange structured information in a decentralised and a distributed environment. It uses XML to define an extensible framework of messages, which provides a constructed message that can be exchanged through a variety of underlying protocols. The SOAP protocol is independent of any particular programming model and from any specific semantics of implementation. Web services description language (WSDL) provides a model and an XML format for describing the web services. It separates the description of the abstract functionality, offered by a service, from the concrete details of a service description such as ‘how?’ and ‘where?’. WSDL describes only the syntactic interface of web services.

The web services technology gives a new dimension to the inter-operability; but at a higher level, the basic infrastructure is not sufficient to guarantee a great capacity of cooperation and to satisfy the client’s needs (Nacer et al., 2009). This means that a web service has a specific task to perform and may depend on other web services, hence being composite. The web services composition is useful as soon as a client’s request cannot be satisfied by a simple existing service but by a cooperation and a combination between several simple web services (Nacer and Aissani, 2014).

The research axis of web service discovery and composition (Niu et al., 2019; Weitao and Wei, 2018), giving a virtual web service, has recently become very popular. The requirement of requests satisfaction presents a challenge to web services providers given the large scale, the distributed and heterogenous nature of the infrastructure supporting such services. Several solutions have been proposed to address the above challenge. However, one of the most relevant research issues is a modelling technique to ensure a high analysis and performance for the clients requests asking a virtual web service (Yugen and Yonggang, 2010; Nacer et al., 2017), which can be simple or composite.

The efficient service compositor considers several candidate services with the similar functions and dissimilar quality of service (QoS) limitations. For selecting suitable services from a service pool, addressing service composition restrictions, determining the important QoS parameters, understanding the dynamic features of the problem, and having fast changes in the properties of the services and network are some significant issues that must be addressed to ensure the service user’s satisfaction. Also, there are some QoS factors in each cloud service for service evaluating (Naseri and Navimipour, 2019). QoS attributes related to web services are (Mohan Reddy et al., 2013):

- **Scalability**: The throughput improvement rate in a given time interval.
- **Performance**: A measure of the speed in completing a service request. It is measured by:
  a. **Latency**: The time taken to start servicing a requested service.
  b. **Throughput**: A service request processing rate.
Response time: The time taken between the end of a service or a demand of a service and the beginning of a response.

- **Capacity**: The number of parallel requests that the service allows.
- **Availability**: The percentage of service operating time.
- **Reliability**: The time for continuity of expected service and for transition to accurate state (see for example Weitao and Wei, 2018).
- **Accuracy**: The service error rate in a specified time interval (Jun and Jian, 2019).
- **Robustness**: The service flexibility level to inappropriate access and invocation services.
- **Stability**: The change rate of service.
- **Cost**: The total cost to use the service (Matteo et al., 2019).
- **Security**: The specification of the methodologies to protect data.
- **Reliable: messaging**: Determines if the service offers mechanisms to guarantee reliable message delivery.
- **Integrity**: Determining the transactional properties support to the services.
- **Interoperability**: Checking if the service is acquiescent with interoperability profiles (Mecheri et al., 2019).

The motivation of the proposed model is more about solving the problem of saturation of the web services system. Indeed, in the last few decades, the vision of web services moved to the composition of web services. Thus, our main contribution is to model a web services system with Petri nets, taking into account two types of arrivals: web services and clients requests arrivals. Then, we analyse and calculate the performance of the proposed model. Thanks to this analysis, we gain analytical results as a number of web services in the system and the influence of the arrival rate of clients requests on the system. The paper is organised as follows. Section 2 presents problem statement. Section 3 presents basic concepts on Petri nets and web services. Section 4 resumes the literature review on performance evaluation in web services, Section 5 describes the modelling approach for web services and presents sensitivity analysis results. In Section 6, we present position of our results. Section 7 concludes the paper.

## 2 Problem statement

Despite the success of web services technology, the latter is currently facing a number of limitations. While the development, the publication and the invocation of simple web services are guided by web services standards (XML, WSDL, SOAP, UDDI),

In the literature, we find works where the authors improve these standards (Zhong and Qi, 2006; Sato and Trivedi, 2007) improve BPEL (Bourouis Saab et al., 2006; Rosenber et al., 2010) enhance the SOAP standard in order to improve the composition of the web services, and the QoS’s. The selection of web services is improved in Wang et al. (2006). Our objective consists on modelling with stochastic Petri nets. This approach allowed us to have an analytical model of the web services system.
that takes into account two different types of arrivals: client request and web services. The performances of this model were calculated using an analytical method. The limit number of client request and web services in the system to saturate it, is also obtained. With the study of performance evaluation of the web services, we obtain the influence of client request arrivals on the web services system, which guarantees its unsaturation.

3 Concepts of bases

3.1 Stochastic Petri nets

Petri nets are graphical and mathematical tools, making them possible to model and to check the dynamic behaviour of the systems with discrete events. They are directed bipartite graph with two node types called places and transitions. The nodes are connected via directed arcs. Connections between two nodes of the same type are not allowed. Places are represented by circles and transitions by rectangles (Comet, 2014).

Definition: A generalised stochastic Petri nets (GSPN) is a six-tuple \((P, T, F, W, M_0, \lambda)\). \(P = \{p_1, p_2, \ldots, p_k\}\) is a finite set of places. \(T\) is a finite set of transitions partitioned into two subsets: \(T_I\) (immediate) and \(T_D\) (timed) transitions, where transition \(t \in T_D\) are associated with rate \(\lambda\). \(F \subseteq (P \times T) \cup (T \times P)\) a set of arcs. \(M_0 = \{m_{01}, m_{02}, \ldots, m_{0k}\}\) is an initial marking. \(W : T \rightarrow \mathbb{R}\) is a function defined on the set of transitions. Timed transitions are associated with priority zero, whereas all other priority levels are reserved for immediate transitions. The immediate transitions are drawn as thin bars, while the timed transitions are drawn as rectangles (Zhong and Qi, 2006).

3.2 Web services discovery and composition: technology of web services

As commonly assumed in the literature, a web service is a component of distributed applications, which provide data to other applications by using the communication infrastructure offered by the web. It respects some properties such as autonomous object component, slightly coupled, self-describing, synchronous and asynchronous. To understand the web services composition, we combine several web services to create a composite web service. According to Gardarin (2002), web services composition is a technique which assembles web services in order to achieve a particular goal, via primitives of control (test, treatment of exception, ...) and exchange (sending and reception of messages).

According to Fensel et al. (2002), composition is a process which functions in an intelligent way in order to discover services automatically, and allows them to be combined in a more complex way.

We can say that web services composition is the use of relevant web services offered by various providers in order to obtain a composite service able to satisfy a user’s request which cannot be satisfied by a simple available web service.

An automatic and dynamic web services composition is a highly complex task, because the proposed standards (XML, WSDL, UDDI, SOAP) of web services technology do not answer the problems of web services discovery and composition by
a software agent. In addition, the semantic annotations of web services and requests are not yet mature.

3.2.1 Standards of web services

3.2.1.1 XML (Nacer and Aissani, 2014)

XML is a standard of W3C is a universal model of data representation and exchange. It is a simple format text, flexible and also independent of any manufacturer. Adding to this, it gives structure to documents and data. It is extracted from SGML language and it benefits from experiences of hyper text mark-up language (HTML’s) use. Further more, XML offers portable and structured data on heterogeneous structure and programming languages. XML brings the following criteria to XML web services architecture:

- Extensibility: A system can function correctly without losing its main properties during an update.
- Neutrality: The required constraints of an application are limited.
- Structure: XML represents both document structure and content, offers increased control of information granularity through transformation and query languages.
- Interoperability: Communication and data exchange between heterogeneous systems are possible.

3.2.1.2 SOAP: simple object access protocol (Nacer and Aissani, 2014)

The SOAP protocol is an exchange message's process in heterogeneous environments for application-to-application communication based on XML and on standard protocol HTTP. SOAP a standard of W3C, defines a set of rules to structure dialogues remote procedure call (RPC) to exchange data. It ensures interoperability between components independent of transport mechanisms, operating systems and programming languages. SOAP is a flexible protocol to connect distributed systems. The purpose of this protocol is to facilitate the access to software services to any user through the internet.

3.2.1.3 WSDL: web services description language (Nacer and Aissani, 2014)

WSDL is a formal language of web services description according to the standard XML. A WSDL file describes the functionality (methods, parameters) and the localisation of a web service (URI, port, and protocol of invocation). According to W3C (http://www.w3.org/TR/wsd1), WSDL separates the description of abstract functionalities offered by a service from concrete details of service description. As in programming languages, a type signature defines the inputs and outputs for a function. It means that WSDL can be seen as a traditional function, subroutine or method.

3.2.1.4 UDDI: universal description, discovery and integration (Nacer and Aissani, 2014)

The registry of web services ‘UDDI’ is a virtual data base of existing XML web services. It is similar to a CORBA trader and can be considered as a DNS service for business applications. On one hand, it allows providers of services to record XML web
services under a standardised format and on the other hand, it concentrates on discovery process of XML web services satisfying services’ needs in SOA. UDDI becomes an intermediate standard between providers and clients through the internet and it is a recommendation of W3C. The UDDI project is an initiative of industry which tries to create an independent platform, to describe services, to discover businesses and to integrate services. It means that UDDI provides a universal registry for business to provide service listings (web service description).

3.2.2 Processing of web services

In the web service composition approach implementing SOA architecture, the three entities (provider, client, UDDI) see Figure 1 interact (Nacer and Aissani, 2014).

**Figure 1** Life-cycle process of the system

3.2.2.1 Publication

The provider publishes simple web services in UDDI.

3.2.2.2 Search

The client searches the web service which satisfies his request.

3.2.2.3 Discovery

The UDDI is explored in order to discover the simples web services that meet the client’s request.

3.2.2.4 Composition

It allows to find the web service requested, composite web services when simple web services are not found.

Web services composition includes two processes (Nacer and Aissani, 2014):

- Discovery of user’s goals: A process which translates the goals of a user into precis and formal goals.
Composition of discovered services: A process which meets the awaited needs for a user.

The response to a request’s user may be one of the eight following cases;

- **Case 1**: The user’s goals are completely covered by a single web service (the user’s needs and the announced possibilities of the single service are perfectly matched).
- **Case 2**: The user’s goals are completely covered by several web services (the user’s needs and the announced possibilities of services composition are perfectly matched).
- **Case 3**: The user’s goals can be completely covered by a single web service. However, the user can receive objects which are not suitable for him (opposite subsumption).
- **Case 4**: The user’s goals can be completely covered by several web services. However, the user can receive services which are not suitable for him (opposite subsumption).
- **Case 5**: The user’s goals can not be completely covered by a single web service (the user’s needs and the announced possibilities of the single service are partially equivalent (subsumption)). Nevertheless, the discovered service does not provide any non-suitable object for the user.
- **Case 6**: The user’s goals can not be completely covered by several web services (the user’s needs and the announced possibilities of several services are partially matched). Nevertheless, the discovered services do not provide any non-suitable object for the user (subsumption).
- **Case 7**: The user’s goals are completely covered by a single web service. Nevertheless, the discovered service provides non-suitable object for the user.
- **Case 8**: The user’s goals are disjoined of the announced possibilities of all existing web services.

In our work, we focus on the composition of web services.

### 4 Related work

During the last few years, the problem of web services performance evaluation has received a lot of attention by many researchers, in order to improve the clients satisfaction.

In Chandrasekaran et al. (2003), proposed a service composition an execution tool (SCET), where a web process presented as a graph using the process designer’s source nodes, sink nodes, activity nodes, data links and control links. SCET is integrated with the JSIM simulator, enabling users to simulate a process and get statistical performance estimates. In Zhong and Qi (2006), modelised and transformed the BPEL into a stochastic Petri nets model, using a reliability prediction technique [algorithm of stochastic Petri net Package (SPNP)] that takes into account the structure of BPEL, and
the concurrent nature of service composition. In Boutrous Saab et al. (2006), proposed a transformation of the requests into SOAP message for the composition of the web services. They calculated the average time of response in terms of the arrival rate of requests. In Sato and Trivedi (2007), developed an approach for service composition by combining existing services using a high-level language (BPEL) and the overall reliability of composition web services (Zheng et al., 2017), based on the simulation of BPEL processes. For evaluating this approach, they defined a BPEL process for an example and run it on IBM WebSphere Process Server (v6.0). In Haddad et al. (2013), decomposed the requests into sub-queries to different elementary web services, and then were merged into a final result. They assumed that an elementary web service can be invoked with a constant probability. They broke up the requests into \( n \) elementary services, where each elementary service will call upon \( n \) web services. They calculated the response time of clients in terms of service rate. In Mokdad et al. (2015), under the same hypotheses as in Haddad et al. (2013), use another method (stochastic automata networks) to calculate the average response time, by taking into account the number of web services with respect to whether they are: constant or variable. In Kumar (2015), calculated the response time of clients, this performance was monitored using a monitoring tool (pingdom). In Chattopadhyay and Banerjee (2017), proposed a new approach for efficient service composition based on abstraction refinement. Instead of considering individual services during composition, they proposed several abstractions to form service groups and the composition was done on these abstract services, using an algorithm for an abstraction procedure implemented in Java. All experiments were performed on an ubuntu, Linux system, and they calculated the number of abstract and average composition time. In Deng et al. (2016), proposed a reliability calculation method for web service compositions, which uses fuzzy reasoning coloured Petri net (FRCPN), to verify the web service compositions.

In Chemaa et al. (2012), show how simple existing web services can be composed (Pinto et al., 2017), in order to create a composite service, which offers new features. In this context, they propose an expressive object-oriented Petri net based algebra that succeeds in the complex composition of web services. In Wang et al. (2006), proposed a QoS-aware web services selection (Boustil et al., 2016) model based on linear programming fuzzy technology (Reza et al., 2018), to identify their dissimilarity on the solutions of the applications, and to help customers to choose the appropriate web services to those needs and preferences. The authors proposed a selection algorithm based on the model linear programming techniques for multidimensional analysis of preferences (LINMAP). To find the optimal QoS, the authors calculated the consistency and measurement of inconsistency customers and the square distance weighing the ideal solution. Then, in Klein et al. (2010), considered the possible compositions of web services, and find all the services that optimise (Abdulqader and Nasruddin, 2018; Ansorena, 2019) some attributed QoS under given constraints QoS that are NP-hard. As in reality, there are many web services running at the same time, therefore, the authors modified the problem with considering a repeated of the same web service. Sam et al. (2018) modelled the modified problem with linear programming, and calculated the number of web services task. In Rosenber et al. (2010), have presented an optimisation approach for the composition of web services for systems service-oriented architecture (SOA) on a large scale, which is the subject of the constraints of QoS (Ding et al., 2016). In particular, the authors influence on the composition model for the flexible specification of QoS constraints by employing hierarchical constraints. In Csizmar
(2001), considered a system of web server with eager users. The system is modelled by a simple queue with poissonian arrivals. The authors were interested in the revenue that the server has to win, and they have developed expressions for the expected revenue. In Hoecke et al. (2005), presented an analytical model to evaluate the impact of using web services as middleware on the overall system performance. Specifically, layered queueing networks are used to model the web service middleware layer. A simulation program is implemented in C++, to calculate: the average service time. In Singh and Pattanaik (2013), propose a model to quantify availability and reliability of atomic services using Markov chain model and Weibull analysis respectively. Markov chain models are used to study systems that could be represented as discrete states. In a realistic services scenario, failure rate can be increasing, decreasing, or constant. To accommodate all these cases Weibull analysis has been considered. Moreover, CPN-based simulation experiments are reported, demonstrating the effectiveness and the benefits of the proposed methodology. In Reddy et al. (2011), have developed a model of web services using unified modelling language (UML), use case diagram and sequence diagram, and deployment diagram. They obtain the performance metrics by simulating the web services model using a simulation tool simulation of multi-tier queuing architecture (SMTQA). They calculated: the average response time, the average waiting time, the average service time, probability of idle server and the probability of dropping of sessions.

In Garima et al. (2017), present the composed services with different performance parameters. In order to resolve the composed services, combining of different approaches were used. The selection of the services depends on QoS-parameters, which have done by evaluating its performance metrics using sub-optimal and heuristic approaches (Bjork and Mezei, 2016; Haddadi et al., 2018), and implemented it in Java or C sharp language on Ubuntu Linux system or in Microsoft Visual Studio. They calculate: response time and turn around time.

The references codification in the present section is used to refer them in Table 1, Figures 2, 3 and 4.

4.1 Comparative study

Table 1 illustrates a comparative study between the above works about performance evaluation of web services regarding the following criteria:

- Model: It identifies the used model methods.
- Solution: It identifies a solution method, we have analytical method, simulation and prototype.
- Performances evaluation: It describes the metric of performances evaluation, we have a metric of QoS attributes and other performances.
- Web services type: It specifies the web services type, simple or composite web services.

Mark X: means that the authors took into account the characteristic.

In summary, we believe that the most of the existing approaches try to look for a suitable composite web services. These approaches do not handle web services and client request's arrival.
<table>
<thead>
<tr>
<th>Model</th>
<th>Analysis</th>
<th>Solution</th>
<th>Prototype</th>
<th>QoS attributes</th>
<th>Other performances</th>
<th>Web services</th>
</tr>
</thead>
<tbody>
<tr>
<td>Queues and networks</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Markov chain</td>
<td>x</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Linear programming</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Heuristic approach</td>
<td>x</td>
<td>x</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Optimization approach</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Stochastic automata networks</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Analytical solution</td>
<td>x</td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Simulation</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Prototype</td>
<td>x</td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Capacity</td>
<td>x</td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Availability</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Reliability</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Reliability time</td>
<td>x</td>
<td></td>
<td></td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Response time</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Cost</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Consistency</td>
<td>x</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Statistical estimates</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Composition time</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Turnaround time</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Waiting time</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Service time</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Simply</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Composite</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td>x</td>
<td>x</td>
</tr>
</tbody>
</table>

Table 1 A comparative study of works on the evaluation of performance of the web services
4.2 Performance evaluation metrics

We summarise a performance evaluation metric calculated in the above works about performance evaluation of web services. This study shows that in the majority of works, the authors calculate a QoS attributes related to web services like response time. However, other authors computed several performances.

Figure 2 shows our summarise regarding performance evaluation metrics calculated in the above works.

4.3 Classification of methods

We presented a classification of methods used for modelling the system of web services in the above works about performance evaluation of web services. This study shows that the authors used a different methods to have a model for web services system.

Figure 3 shows our proposed classification of the most known approaches of web services analysis in the above works.

4.4 Solution

We summarise a solution methods used for calculate a performances of the system of web services model in the above works about performance evaluation of web services. This study shows that the authors used different methods to obtain a system performances of web services model.
Performances evaluation methods used in the literature are resumed in Figure 4.

The goal of this paper is to evaluate clients requests and web services taking into account explicitly:
the architecture characteristics, considering the number of servers
the traffic model, describing the requests traffic characteristics
the traffic model, describing the web services traffic characteristics.

Analytical performability models is developed to analyse the impact of the above aspects on the requests and web services. We obtained equations, for which numerical studies were conducted to provide sensitivity analysis with respect to the architecture and traffic characteristics.

Based on the above observations, we consider a Petri nets model with synchronisation of two queues, where the first represents clients requests and the second represents web service requests.

5 The proposed approach

5.1 Modelling requests satisfaction in composite web services

We can compose a web services and we obtain a composite web service (Nacer and Aissani, 2014; Yugen and Yonggang, 2010; Nacer et al., 2017). The latter is not a property of any provider since the several component web services are produced by different autonomous providers (Nacer and Aissani, 2014; Nacer et al., 2017); The evaluation of the requests satisfaction is carried out taking into account the architecture of the system and traffic characteristics. The proposed model describes the system of web services, were the clients requests and web services arrival are taken into account to evaluate these performances. We consider that the system is composed of two stations: the first represents a client request and the second a web services request, with one exponential server. Arrivals to the network follows the Poisson distribution, and the arrival rates are \( \lambda_i, i \in [1, 2] \) and are independent of the failure process. When the clients requests and web services come to the system, they are placed in the place \( P'_1, P'_2 \) respectively. We select \( n \) clients to come to the place \( P_1 \) and \( m \) web services to come to the place \( P_2 \), after crossing the transitions \( T_1 \) and \( T_2 \) respectively. Then, they cross the transition \( T \) with a rate \( \mu \) to serve the client request. When the service (discovery and composition) is completed, the web services requests rejoin their station. Service rate (discovery and composition) is \( \mu \). Figure 5 presents a Petri nets model of a web services system. The graphical representation of the web service model is depicted in Figure 5.

The meanings of places \((P'_1, P'_2, P_1, P_2)\) and transitions \((T_1, T_2, T)\) in the model are:

- \( P'_1 \): Clients queue, unlimited place.
- \( P'_2 \): Web services queue, unlimited place.
- \( P_1 \): Clients queue, place with limited capacity.
- \( P_2 \): Web services queue, place with limited capacity.
- \( T_1 \): Election of a clients requests.
- \( T_2 \): Election of a web services.
- \( T \): Clients service.
5.2 Mathematical formulation

During the evolution of the system, the marking is likely to be modified. The initial marking, $M_0$, of a Petri nets corresponds to the initial distribution of the chips in each Petri nets places, which specifies the initial state of the system. We note $M(p)$ the number of chips contained in the place $P$ for the marking $M$. Then, the initial marking: $(M_0 = [M_0(P1), M_0(P2)] = (0, 0)$ We note by $m$ the number of web services, and by $n$ the number of clients in the system.

For $n = m = 1$.

The Markov chain associated with the Petri nets model is given by Figure 6.

From the Markov chain, we will have the instant matrix.
The instant matrix of the system is given by $P'$:

$$
P' = \begin{pmatrix}
-(\lambda_1 + \lambda_2) & \lambda_1 & \lambda_2 & 0 \\
0 & -\lambda_2 & 0 & \lambda_2 \\
0 & 0 & -\lambda_1 & \lambda_1 \\
0 & 0 & \mu & -\mu
\end{pmatrix}
$$

(1)

The performance evaluation is based on the calculation of the stationary probabilities by solving the system:

$$\begin{cases}
\pi . P' = 0 \\
\sum_{i=1}^{4} \pi_i = 1
\end{cases}
$$

(2)

$$\begin{cases}
-(\lambda_1 + \lambda_2)\pi_1 = 0 \\
\lambda_1 \pi_1 - \lambda_2 \pi_2 = 0 \\
-\lambda_1 \pi_3 + \mu \pi_4 = 0 \\
\lambda_1 \pi_3 - \mu \pi_4 = 0 \\
\sum_{i=1}^{4} \pi_i = 1
\end{cases}
$$

(3)

Thus, we obtain The stationary probabilities:

$$\begin{cases}
\pi_1 = 0 \\
\pi_2 = 0 \\
\pi_3 = \frac{\mu}{\lambda_1 + \mu} \\
\pi_4 = \frac{\lambda_1}{\lambda_1 + \mu}
\end{cases}
$$

(4)

For $n = m = 2$.

The Markov chain associated with the Petri nets model is given by Figure 7.

Figure 7 Markov chain of the Petri nets model for $n = m = 2$
From the Markov chain, we will have the instant matrix. The instant matrix of the system is given by $P'$:

$$
P' = \begin{pmatrix}
-(\lambda_1 + \lambda_2) & \lambda_1 & 0 & \lambda_2 & 0 & 0 & 0 & 0 & 0 \\
0 & -(\lambda_1 + \lambda_2) & \lambda_1 & 0 & \lambda_2 & 0 & 0 & 0 & 0 \\
0 & 0 & -\lambda_2 & 0 & 0 & \lambda_2 & 0 & 0 & 0 \\
0 & 0 & 0 & -(\lambda_1 + \lambda_2) & \lambda_1 & 0 & \lambda_2 & 0 & 0 \\
0 & 0 & 0 & \mu & -(\lambda_1 + \lambda_2 + \mu) & \lambda_1 & 0 & \lambda_2 & 0 \\
0 & 0 & 0 & 0 & \mu & -(\lambda_2 + \mu) & 0 & 0 & \lambda_2 \\
0 & 0 & 0 & 0 & 0 & 0 & 2\mu & -(\lambda_1 + 2\mu) & \lambda_1 \\
0 & 0 & 0 & 0 & 0 & 0 & 0 & 0 & 2\mu \\
\end{pmatrix}
$$

The performance evaluation is based on the calculation of the stationary probabilities by solving the system:

$$
\begin{align*}
\pi_i P' &= 0 \\
\sum_{i=1}^{9} \pi_i &= 1
\end{align*}
$$

Thus, we obtain the stationary probabilities:

$$
\begin{align*}
\pi_1 &= 0 \\
\pi_2 &= 0 \\
\pi_3 &= 0 \\
\pi_4 &= 0 \\
\pi_5 &= 0 \\
\pi_6 &= 0 \\
\pi_7 &= \frac{4\mu^2}{\lambda_1^2 + 4\mu^2 + 2\lambda_1 \mu} \\
\pi_8 &= \frac{4\mu^2}{2\mu \lambda_1} \\
\pi_9 &= \frac{\lambda_1^2}{\lambda_1^2 + 4\mu^2 + 2\lambda_1 \mu}
\end{align*}
$$

For $n = m = 3$.

The Markov chain associated with the Petri nets model is given by Figure 8.
The performance evaluation is based on the calculation of the stationary probabilities by solving the system:

\[
\begin{align*}
\left\{ \begin{array}{l}
\pi P' = 0 \\
\sum_{i=1}^{16} \pi_i = 1 
\end{array} \right. 
\end{align*}
\]

\[
\begin{align*}
- (\lambda_1 + \lambda_2) \pi_1 &= 0 \\
\lambda_2 \pi_1 - (\lambda_1 + \lambda_2) \pi_2 &= 0 \\
\lambda_3 \pi_2 - (\lambda_1 + \lambda_2) \pi_3 &= 0 \\
\lambda_1 \pi_3 - \lambda_2 \pi_4 &= 0 \\
\lambda_1 \pi_1 - (\lambda_1 + \lambda_2) \pi_5 + \mu \pi_6 &= 0 \\
\lambda_2 \pi_2 + \lambda_1 \pi_5 - (\lambda_1 + \lambda_2 + \mu) \pi_6 + \mu \pi_7 &= 0 \\
\lambda_2 \pi_3 + \lambda_1 \pi_6 - (\lambda_1 + \lambda_2 + \mu) \pi_7 + \mu \pi_8 &= 0 \\
\lambda_2 \pi_4 + \lambda_1 \pi_7 - (\lambda_2 + \mu) \pi_8 &= 0 \\
\lambda_2 \pi_5 - (\lambda_1 + \lambda_2) \pi_9 + 2 \mu \pi_{10} &= 0 \\
\lambda_2 \pi_6 + \lambda_1 \pi_9 - (\lambda_1 + \lambda_2 + 2 \mu) \pi_{10} + 2 \mu \pi_{11} &= 0 \\
\lambda_2 \pi_7 + \lambda_2 \pi_8 + \lambda_1 \pi_{10} - (\lambda_1 + \lambda_2 + \mu) \pi_{11} + 2 \mu \pi_{12} &= 0 \\
\lambda_1 \pi_{11} - (\lambda_2 + 2 \mu) \pi_{12} &= 0 \\
\lambda_2 \pi_9 - \lambda_1 \pi_{13} + 3 \mu \pi_{14} &= 0 \\
\lambda_3 \pi_{10} + \lambda_1 \pi_{13} - (\lambda_1 + 3 \mu) \pi_{14} &= 0 \\
\lambda_2 \pi_{11} + \lambda_1 \pi_{14} - (\lambda_1 + \mu) \pi_{15} + 3 \mu \pi_{16} &= 0 \\
\lambda_2 \pi_{12} + \lambda_1 \pi_{15} - 3 \mu \pi_{16} &= 0 \\
\sum_{i=1}^{16} \pi_i &= 1 
\end{align*}
\]
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Thus, we obtain the stationary probabilities:

\[
\begin{align*}
\pi_1 &= 0 \\
\pi_2 &= 0 \\
\pi_3 &= 0 \\
\pi_4 &= 0 \\
\pi_5 &= 0 \\
\pi_6 &= 0 \\
\pi_7 &= 0 \\
\pi_8 &= 0 \\
\pi_9 &= 0 \\
\pi_{10} &= 0 \\
\pi_{11} &= 0 \\
\pi_{12} &= 0 \\
\pi_{13} &= \frac{27\mu^2}{27\mu^2 + 9\mu^2\lambda_1 + 3\mu\lambda_1^2 + \lambda_1^3} \\
\pi_{14} &= \frac{27\mu + 9\mu^2\lambda_1 + 3\mu\lambda_1^2 + \lambda_1^3}{3\lambda_1^2\mu} \\
\pi_{15} &= \frac{27\mu^2 + 9\mu^2\lambda_1 + 3\mu\lambda_1^2 + \lambda_1^3}{\lambda_1^3\mu} \\
\pi_{16} &= \frac{27\mu^3 + 9\mu^2\lambda_1 + 3\mu\lambda_1^2 + \lambda_1^3}{\lambda_1^3\mu^2}
\end{align*}
\]

We assume that a general form of the stationary probabilities is defined as following:

\[
\pi = (\pi_1, \pi_2, \pi_3, \pi_{(n+1)})
\]

For \(n = m = 1\), we have

\[
\begin{align*}
\pi_1 &= 0, \\
\pi_2 &= 0, \\
\pi_3 &= \frac{\mu}{\lambda_1 + \mu}, \\
\pi_4 &= \frac{\mu}{\lambda_1 + \mu}.
\end{align*}
\]

Figure 8  Markov chain of the Petri nets model for \(n = m = 3\)
For \( n = m \geq 2 \), we have

\[
\pi_i = \begin{cases} 
0, & \text{if } 1 \leq i \leq (n+1)^2 - (n+1), \\
\frac{(\mu\lambda)^{n} + \lambda^n \sum_{j=1}^{n} (\mu\lambda^{j-1})}{(\mu\lambda)^n + \lambda^n + \mu}, & \text{if } (n+1)^2 - n \leq i \leq (n+1)^2. 
\end{cases}
\] (13)

Using the stationary probabilities, we calculate the average numbers of clients requests in the system \( L_s \) is:

\[
L_s = \sum_{i=1}^{(2n)^2} ip_i
\]

\[
\begin{cases} 
L_s = 3\pi_3 + 4\pi_4, & \text{if } n = m = 1, \\
L_s = \frac{(n+1)^2}{\pi_i}, & \text{if } n = m \geq 2.
\end{cases}
\] (14)

\[
\begin{cases} 
L_s = \frac{3(n+1) \lambda + \lambda^2}{\lambda_1 + \mu}, & \text{if } n = m = 1, \\
L_s = \frac{(n+1)^2}{\pi_i - \frac{(\mu\lambda)^{n} + \lambda^n \sum_{j=1}^{n} (\mu\lambda^{j-1})}{(\mu\lambda)^n + \lambda^n + \mu}}, & \text{if } n = m \geq 2.
\end{cases}
\] (15)

According to the formula of little:

\[
W_s = \frac{L_s}{\lambda_1}
\]

From where average time of stay \( W_s \) is:

\[
\begin{cases} 
W_s = \frac{3(n+1) \lambda + \lambda^2}{\lambda_1 (\lambda + \mu)}, & \text{if } n = m = 1 \\
W_s = \frac{(n+1)^2}{\pi_i - \frac{(\mu\lambda)^{n} + \lambda^n \sum_{j=1}^{n} (\mu\lambda^{j-1})}{(\mu\lambda)^n + \lambda^n + \mu}}, & \text{if } n = m \geq 2
\end{cases}
\] (16)

From the relations, we remark that arrival rate of web services does not influence average time of stay in the system, because each time client requests finish and quit service, the web services return in their station, i.e., the web services rejoin their queues, to be used by other client requests.

5.3 Numerical application

In order to calculate response time, we assume that the inputs criteria are: \( \lambda_2 = 0.01 \), \( \mu = 1 \), the different values of \( \lambda_1 \) are: \( \lambda_1 = 0.00001, 0.0001, 0.001, 0.01, 0.1 \) and the different values of \( n \) are \( n = 1, 10, 100, 1000, 10000, 100000, 1000000, 10000000 \).

The obtained results are presented in Table 2.
Table 2  Average response time

<table>
<thead>
<tr>
<th>n</th>
<th>( \lambda_1 = 0.00001 )</th>
<th>( \lambda_1 = 0.0001 )</th>
<th>( \lambda_1 = 0.001 )</th>
<th>( \lambda_1 = 0.01 )</th>
<th>( \lambda_1 = 0.1 )</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>( 3 \times 10^5 )</td>
<td>3.0001 \times 10^4</td>
<td>3.001 \times 10^3</td>
<td>3.0099 \times 10^2</td>
<td>30.909</td>
</tr>
<tr>
<td>10</td>
<td>( 99.9001 \times 10^5 )</td>
<td>( 99.9010 \times 10^4 )</td>
<td>( 99.9101 \times 10^3 )</td>
<td>( 100.0009 \times 10^2 )</td>
<td>1,009.183</td>
</tr>
<tr>
<td>100</td>
<td>( 10^4 \times 10^5 )</td>
<td>( 10^3 \times 10^5 )</td>
<td>( 10^2 \times 10^5 )</td>
<td>( 10^1 \times 10^5 )</td>
<td>( 1.0010 \times 10^5 )</td>
</tr>
<tr>
<td>120</td>
<td>( 1.44 \times 10^4 )</td>
<td>( 1.44 \times 10^3 )</td>
<td>( 1.44 \times 10^2 )</td>
<td>( 1.4401 \times 10^1 )</td>
<td>( 1.4412 \times 10^1 )</td>
</tr>
<tr>
<td>140</td>
<td>( 1.96 \times 10^4 )</td>
<td>( 1.96 \times 10^3 )</td>
<td>( 1.96 \times 10^2 )</td>
<td>( 1.9601 \times 10^1 )</td>
<td>( 1.9614 \times 10^1 )</td>
</tr>
<tr>
<td>141</td>
<td>( 1.9881 \times 10^4 )</td>
<td>( 1.9881 \times 10^3 )</td>
<td>( 1.9881 \times 10^2 )</td>
<td>( 1.9882 \times 10^1 )</td>
<td>( 1.9895 \times 10^1 )</td>
</tr>
<tr>
<td>142</td>
<td>( \infty )</td>
<td>( \infty )</td>
<td>( \infty )</td>
<td>( \infty )</td>
<td>( \infty )</td>
</tr>
</tbody>
</table>

Table 2 presents average response time according to \( n \), for the different values of the arrival rate of client request \( \lambda_1 \).

From Table 2, we remark that each time \( \lambda_1 \) increases, average response time increases. Because the number of clients requests who arrive increases. Each time \( n \) increases until \( n = 141 \), average response time increases, because we have many web services, and the clients will make all possibility for discovery and composition of web services, and will take more time. We costate that for \( n \geq 142 \), average response time is \( \infty \), the system becomes saturated.

Table 3  Average number of client requests in the system

<table>
<thead>
<tr>
<th>n</th>
<th>( \lambda_1 = 0.00001 )</th>
<th>( \lambda_1 = 0.0001 )</th>
<th>( \lambda_1 = 0.001 )</th>
<th>( \lambda_1 = 0.01 )</th>
<th>( \lambda_1 = 0.1 )</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>( 3 )</td>
<td>3.0001</td>
<td>3.001</td>
<td>3.0099</td>
<td>3.0909</td>
</tr>
<tr>
<td>10</td>
<td>( 99.9001 )</td>
<td>( 99.9010 )</td>
<td>( 99.9101 )</td>
<td>( 100.0009 )</td>
<td>( 100.9183 )</td>
</tr>
<tr>
<td>100</td>
<td>( 10^4 \times 10^5 )</td>
<td>( 10^3 \times 10^5 )</td>
<td>( 10^2 \times 10^5 )</td>
<td>( 10^1 \times 10^5 )</td>
<td>( 1.0010 \times 10^5 )</td>
</tr>
<tr>
<td>120</td>
<td>( 1.44 \times 10^4 )</td>
<td>( 1.44 \times 10^3 )</td>
<td>( 1.44 \times 10^2 )</td>
<td>( 1.4401 \times 10^1 )</td>
<td>( 1.4412 \times 10^1 )</td>
</tr>
<tr>
<td>140</td>
<td>( 1.96 \times 10^4 )</td>
<td>( 1.96 \times 10^3 )</td>
<td>( 1.96 \times 10^2 )</td>
<td>( 1.9601 \times 10^1 )</td>
<td>( 1.9614 \times 10^1 )</td>
</tr>
<tr>
<td>141</td>
<td>( 1.9881 \times 10^4 )</td>
<td>( 1.9881 \times 10^3 )</td>
<td>( 1.9881 \times 10^2 )</td>
<td>( 1.9882 \times 10^1 )</td>
<td>( 1.9895 \times 10^1 )</td>
</tr>
<tr>
<td>142</td>
<td>( \infty )</td>
<td>( \infty )</td>
<td>( \infty )</td>
<td>( \infty )</td>
<td>( \infty )</td>
</tr>
</tbody>
</table>

From Table 3, we remark that each time \( \lambda_1 \) increases and the average number of clients requests in the system increases, because the number of clients requests who arrive increases. For \( n \geq 142 \), the system becomes saturated.

6 Position

In the recent few years, the number of web services discovery and composition techniques proposed in the literature, have remarkably increased and web services performance analysis has become an important research axis. Because of most complex tasks on web services discovery and composition, web service that still fail to raise a software agent’s satisfaction, new providers should be able to offer suitable web services.
Table 4 Our proposition in the comparative study of works on the evaluation of performance of the web services

<table>
<thead>
<tr>
<th>Model</th>
<th>Our proposition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Queue networks</td>
<td></td>
</tr>
<tr>
<td>Markov chain</td>
<td>x</td>
</tr>
<tr>
<td>Linear programming</td>
<td></td>
</tr>
<tr>
<td>Heuristic approach</td>
<td></td>
</tr>
<tr>
<td>Optimisation approach</td>
<td></td>
</tr>
<tr>
<td>Stochastic automata networks</td>
<td></td>
</tr>
<tr>
<td>Petri nets</td>
<td>x</td>
</tr>
<tr>
<td>Solution</td>
<td></td>
</tr>
<tr>
<td>Analytical solution</td>
<td>x</td>
</tr>
<tr>
<td>Simulation</td>
<td></td>
</tr>
<tr>
<td>Prototype</td>
<td></td>
</tr>
<tr>
<td>Qos attributs</td>
<td></td>
</tr>
<tr>
<td>Capacity</td>
<td></td>
</tr>
<tr>
<td>Availability</td>
<td></td>
</tr>
<tr>
<td>Reliability</td>
<td></td>
</tr>
<tr>
<td>Response time</td>
<td>x</td>
</tr>
<tr>
<td>Cost</td>
<td></td>
</tr>
<tr>
<td>Other performances</td>
<td></td>
</tr>
<tr>
<td>Consistency</td>
<td></td>
</tr>
<tr>
<td>Statistical performance estimates</td>
<td>x</td>
</tr>
<tr>
<td>Number of clients and web services</td>
<td></td>
</tr>
<tr>
<td>Composition time</td>
<td></td>
</tr>
<tr>
<td>Turnaround time</td>
<td></td>
</tr>
<tr>
<td>Waiting time</td>
<td></td>
</tr>
<tr>
<td>Service time</td>
<td></td>
</tr>
<tr>
<td>Web services</td>
<td></td>
</tr>
<tr>
<td>Simple</td>
<td></td>
</tr>
<tr>
<td>Composite</td>
<td>x</td>
</tr>
</tbody>
</table>

In this research work, first, we have adopted to an analytical model, Petri nets for the system of web services, taking into account clients and web services arrivals. Secondly, we have resolved it analytically and we calculate average response time, in terms of the arrival rate of the clients requests, and we obtain the number limit of web services to have saturation of the system.

We illustrate our proposition in the comparative study of works on the evaluation of performance of the web services in Table 4. Our model takes into account two types, web services and requests, and we have made a relation between these two types of arrival, while other works have taken into account web services composition methods and their architecture, we modelise the system with a Petri nets model, and to have a performance of this model we used an analytical method.

7 Conclusions

The evaluation of quantitative measures characterising the clients requests is widely recognised as highly important to faithfully reflect the impact of failures and performance degradation. Few researches have been devoted to the analysis of the system of web services taking into account clients and web services requests. These
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studies are based on measurements and analytical modelling of the clients requests and web services. However, there is still a need for measurements and analytical modelling request satisfaction in composite web services, to make early predictions supporting the design of such systems.

Our contribution consists in modelling such systems with stochastic Petri nets. This approach allowed us to have an analytical model of the web services system that takes into account two different types of arrivals: clients and web services. The performances of this model are calculated using an analytical method. We got the limit number of clients requests and web services in the system to be saturated, which is 142. However, this work may take into consideration other aspects: so we can take sure that clients requests and web services are different, and that such a client wants such a web service, and we can specified that at the end of the service, the clients can be satisfied and leave the system, or not satisfied and attempt another attempt and modelled the system with the coloured Petri nets and the resolution of this model analytically. Furthermore, we propose to do a study, taking into account the manner which the web services are presented in the system for example parallel, series.
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Notes

1 XML is a markup language to describe different data types.